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**Aim:** Apply Boosting algorithm on Adult Census Income Dataset and analyze the performance of the model.

**Objective:** Apply Boosting algorithm on the given dataset and maximize the accuracy, Precision, Recall, F1 score.

# Theory:

Suppose that as a patient, you have certain symptoms. Instead of consulting one doctor, you choose to consult several. Suppose you assign weights to the value or worth of each doctor’s diagnosis, based on the accuracies of previous diagnosis they have made. The final diagnosis is then a combination of the weighted diagnosis. This is the essence behind boosting.

Algorithm: Adaboost- A boosting algorithm—create an ensemble of classifiers. Each one gives a weighted vote.

# Input:

* D , a set of d class labelled training tuples
* k, the number of rounds (one classifier is generated per round)
* a classification learning scheme

**Output:** A composite model

# Method

1. Initialize the weight of each tuple in D is 1/d
2. For i=1 to k do // for each round
3. Sample D with replacement according to the tuple weights to obtain D

i

1. Use training set D

i

to derive a model M

i

1. Computer error(M ), the error rate of M

i i

1. Error(M )=∑w \*err(X )

i j j

1. If Error(M )>0.5 then

i

1. Go back to step 3 and try again
2. endif
3. for each tuple in D

i

that was correctly classified do

1. Multiply the weight of the tuple by error(Mi)/(1-error(M )

i

1. Normalize the weight of each tuple
2. end for

# To use the ensemble to classify tuple X

1. Initialize the weight of each class to 0
2. for i=1 to k do // for each classifier
3. w =log((1-error(M ))/error(M ))//weight of the classifiers vote

i i i

1. C=M (X) // get class prediction for X from M

i i

1. Add w

i

1. end for

to weight for class C

1. Return the class with the largest weight.

# Dataset:

Predict whether income exceeds $50K/yr based on census data. Also known as "Adult" dataset.

Attribute Information:

Listing of attributes:

>50K, <=50K.

age: continuous.

workclass: Private, Self-emp-not-inc, Self-emp-inc, Federal-gov, Local-gov, State-gov, Without-pay, Never-worked.

fnlwgt: continuous.

education: Bachelors, Some-college, 11th, HS-grad, Prof-school, Assoc-acdm, Assoc-voc, 9th, 7th-8th, 12th, Masters, 1st-4th, 10th, Doctorate, 5th-6th, Preschool.

education-num: continuous.

marital-status: Married-civ-spouse, Divorced, Never-married, Separated, Widowed, Married- spouse-absent, Married-AF-spouse.

occupation: Tech-support, Craft-repair, Other-service, Sales, Exec-managerial, Prof-specialty, Handlers-cleaners, Machine-op-inspct, Adm-clerical, Farming-fishing, Transport-moving, Priv-house-serv, Protective-serv, Armed-Forces.

relationship: Wife, Own-child, Husband, Not-in-family, Other-relative, Unmarried.

race: White, Asian-Pac-Islander, Amer-Indian-Eskimo, Other, Black.

sex: Female, Male. capital-gain: continuous.

capital-loss: continuous. hours-per-week: continuous.

native-country: United-States, Cambodia, England, Puerto-Rico, Canada, Germany, Outlying-US(Guam-USVI-etc), India, Japan, Greece, South, China, Cuba, Iran, Honduras, Philippines, Italy, Poland, Jamaica, Vietnam, Mexico, Portugal, Ireland, France, Dominican- Republic, Laos, Ecuador, Taiwan, Haiti, Columbia, Hungary, Guatemala, Nicaragua, Scotland, Thailand, Yugoslavia, El-Salvador, Trinadad &Tobago, Peru, Hong, Holand- Netherlands.

# Code:
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|  | age | workclass | fnlwgt | education | education.num | marital.status | \ |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 90 | ? | 77053 | HS-grad | 9 | Widowed |  |
| 1 | 82 | Private | 132870 | HS-grad | 9 | Widowed |  |
| 2 | 66 | ? | 186061 | Some-college | 10 | Widowed |  |
| 3 | 54 | Private | 140359 | 7th-8th | 4 | Divorced |  |
| 4 | 41 | Private | 264663 | Some-college | 10 | Separated |  |
| ... | ... | ... | ... | ... | ... | ... |  |
| 32556 | 22 | Private | 310152 | Some-college | 10 | Never-married |  |
| 32557 | 27 | Private | 257302 | Assoc-acdm | 12 | Married-civ-spouse |  |
| 32558 | 40 | Private | 154374 | HS-grad | 9 | Married-civ-spouse |  |
| 32559 | 58 | Private | 151910 | HS-grad | 9 | Widowed |  |
| 32560 | 22 | Private | 201490 | HS-grad | 9 | Never-married |  |

|  | occupation | relationship | race | sex | capital.gain | \ |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | ? | Not-in-family | White | Female | 0 |  |
| 1 | Exec-managerial | Not-in-family | White | Female | 0 |  |
| 2 | ? | Unmarried | Black | Female | 0 |  |
| 3 | Machine-op-inspct | Unmarried | White | Female | 0 |  |
| 4 | Prof-specialty | Own-child | White | Female | 0 |  |
| ... | ... | ... | ... | ... | ... |  |
| 32556 | Protective-serv | Not-in-family | White | Male | 0 |  |
| 32557 | Tech-support | Wife | White | Female | 0 |  |
| 32558 | Machine-op-inspct | Husband | White | Male | 0 |  |
| 32559 | Adm-clerical | Unmarried | White | Female | 0 |  |
| 32560 | Adm-clerical | Own-child | White | Male | 0 |  |

capital.loss hours.per.week native.country income

| 0 | 4356 | 40 | United-States | <=50K |
| --- | --- | --- | --- | --- |
| 1 | 4356 | 18 | United-States | <=50K |
| 2 | 4356 | 40 | United-States | <=50K |
| 3 | 3900 | 40 | United-States | <=50K |
| 4 | 3900 | 40 | United-States | <=50K |
| ... | ... | ... | ... | ... |
| 32556 | 0 | 40 | United-States | <=50K |
| 32557 | 0 | 38 | United-States | <=50K |
| 32558 | 0 | 40 | United-States | >50K |
| 32559 | 0 | 40 | United-States | <=50K |
| 32560 | 0 | 20 | United-States | <=50K |

[32561 rows x 15 columns]

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8LAwAI5gLzKCk9dQAAAABJRU5ErkJggg==)

**age fnlwgt education.num capital.gain capital.loss hours.p**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//87AwAI7AL2/bfpfgAAAABJRU5ErkJggg==)

**count** 32561.000000 3.256100e+04 32561.000000 32561.000000 32561.000000 32561

**mean** 38.581647 1.897784e+05 10.080679 1077.648844 87.303830 40

**std** 13.640433 1.055500e+05 2.572720 7385.292085 402.960219 12

**min** 17.000000 1.228500e+04 1.000000 0.000000 0.000000 1

**25%** 28.000000 1.178270e+05 9.000000 0.000000 0.000000 40

**50%** 37.000000 1.783560e+05 10.000000 0.000000 0.000000 40

**75%** 48.000000 2.370510e+05 12.000000 0.000000 0.000000 45
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<class 'pandas.core.frame.DataFrame'> RangeIndex: 32561 entries, 0 to 32560 Data columns (total 15 columns):
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* 1. age 32561 non-null int64
  2. workclass 32561 non-null object
  3. fnlwgt 32561 non-null int64
  4. education 32561 non-null object
  5. education.num 32561 non-null int64
  6. marital.status 32561 non-null object
  7. occupation 32561 non-null object
  8. relationship 32561 non-null object
  9. race 32561 non-null object
  10. sex 32561 non-null object
  11. capital.gain 32561 non-null int64
  12. capital.loss 32561 non-null int64
  13. hours.per.week 32561 non-null int64
  14. native.country 32561 non-null object
  15. income 32561 non-null object dtypes: int64(6), object(9)

memory usage: 3.7+ MB None
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age 0

workclass 0

fnlwgt 0

education 0

education.num 0

marital.status 0

occupation 0

relationship 0

race 0

sex 0

capital.gain 0

capital.loss 0

hours.per.week 0

native.country 0

income 0

dtype: int64

| # Replace '?' with NaN in the dataset data.replace('?', pd.NA, inplace=True) |
| --- |
| # Drop rows with missing values data.dropna(inplace=True) |
| # Encode categorical variables label\_encoder = LabelEncoder()  categorical\_columns = data.select\_dtypes(include=['object']).columns for column in categorical\_columns:  data[column] = label\_encoder.fit\_transform(data[column]) |
| # Split the data into training and testing sets X = data.drop("income", axis=1)  y = data["income"]  X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42) |
| from sklearn.ensemble import AdaBoostClassifier  from sklearn.metrics import accuracy\_score, classification\_report |
| # Create the AdaBoost classifier  ada\_boost\_classifier = AdaBoostClassifier(n\_estimators=50, random\_state=42) |
| # Fit the classifier to the training data ada\_boost\_classifier.fit(X\_train, y\_train) |
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The Accuracy for boosting algo is : 0.8538040775733466

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

Confusion Matrix:

[[4247 286]

[ 596 904]]

| import matplotlib.pyplot as plt from sklearn import metrics  from sklearn.metrics import accuracy\_score, confusion\_matrix, ConfusionMatrixDisplay |
| --- |
| # Assuming you already have the y\_test and y\_pred values from your AdaBoost classifier confusion\_matrix = confusion\_matrix(y\_test, y\_pred) |
| # Calculate accuracy  accuracy = accuracy\_score(y\_test, y\_pred) |
| # Create a title for the plot with accuracy score  title = f'Confusion Matrix - Score: {round(accuracy, 2)}' |
| # Create the ConfusionMatrixDisplay  cm\_display = ConfusionMatrixDisplay(confusion\_matrix=confusion\_matrix, display\_labels=[False, True]) |
| # Plot the confusion matrix with the specified title plt.figure(figsize=(8, 6)) cm\_display.plot(cmap='Oranges\_r', values\_format='d')  plt.title(title, size=15) plt.xlabel('Predicted') plt.ylabel('True')  plt.show() |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8HAwAI7gL35vfCoAAAAABJRU5ErkJggg==)![](data:image/png;base64,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)

Accuracy Score: 0.8538040775733466
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Classification Report:

precision recall f1-score support

| 0 | 0.88 | 0.94 | 0.91 | 4533 |
| --- | --- | --- | --- | --- |
| 1 | 0.76 | 0.60 | 0.67 | 1500 |

| accuracy |  |  | 0.85 | 6033 |
| --- | --- | --- | --- | --- |
| macro avg | 0.82 | 0.77 | 0.79 | 6033 |
| weighted avg | 0.85 | 0.85 | 0.85 | 6033 |

**Conclusion:**

Accuracy: 0.85, indicating that the model correctly predicts the income level.

Precision: For class 0, the precision is 88%, indicating that when the model predicts class 0, it is correct 88% of the time. For class 1, the precision is 76%, suggesting that the model's ability to correctly predict class 1 is not as high as for class 0.

Recall: For class 0, the recall is 94%, indicating that the model effectively captures 94% of all instances of class 0. For class 1, the recall is 60%, suggesting that the model's ability to identify all instances of class 1 is not as high as for class 0.

F1 Score: The F1 score is the harmonic mean of precision and recall. It provides a balance between these two metrics and is particularly useful when dealing with imbalanced datasets. For class 0, the F1 score is 0.91, indicating a good balance between precision and recall. For class 1, the F1 score is 0.67, which is lower and suggests room for improvement.![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8vAwAI+AL8ldyzEQAAAABJRU5ErkJggg==)

AdaBoost is a boosting algorithm that iteratively corrects errors by assigning greater weight to misclassified instances, making it more prone to overfitting if the base learner is complex. In contrast, Random Forest employs bagging to build multiple independent decision trees and combines their predictions by averaging or majority voting, reducing variance and overfitting. AdaBoost tends to balance both bias and variance, while Random Forest primarily reduces variance.